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# Load necessary packages  
library(tidyverse)

## Warning: package 'ggplot2' was built under R version 4.3.2

## Warning: package 'dplyr' was built under R version 4.3.2

## ── Attaching core tidyverse packages ──────────────────────── tidyverse 2.0.0 ──  
## ✔ dplyr 1.1.3 ✔ readr 2.1.4  
## ✔ forcats 1.0.0 ✔ stringr 1.5.1  
## ✔ ggplot2 3.4.4 ✔ tibble 3.2.1  
## ✔ lubridate 1.9.3 ✔ tidyr 1.3.0  
## ✔ purrr 1.0.2   
## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ dplyr::lag() masks stats::lag()  
## ℹ Use the conflicted package (<http://conflicted.r-lib.org/>) to force all conflicts to become errors

library(ggthemes)  
library(flextable)

## Warning: package 'flextable' was built under R version 4.3.2

##   
## Attaching package: 'flextable'  
##   
## The following object is masked from 'package:purrr':  
##   
## compose

library(corrr)

## Warning: package 'corrr' was built under R version 4.3.2

library(ggfortify)  
library(broom)  
library(car)

## Warning: package 'car' was built under R version 4.3.2

## Loading required package: carData

## Warning: package 'carData' was built under R version 4.3.2

##   
## Attaching package: 'car'  
##   
## The following object is masked from 'package:dplyr':  
##   
## recode  
##   
## The following object is masked from 'package:purrr':  
##   
## some

Set default theme settings for plots, and load a function to simplify table customization and creation using the code below.

# Set ggplot theme for visualizations  
theme\_set(ggthemes::theme\_few())  
  
# Set default ggplot2 colors  
my\_palette <- ggthemes::colorblind\_pal()(8)[c(4, 6:8, 2:3, 5, 1)]  
   
assign("scale\_colour\_discrete", function(..., values = my\_palette) scale\_colour\_manual(..., values = values), globalenv())  
  
assign("scale\_fill\_discrete", function(..., values = my\_palette) scale\_fill\_manual(..., values = values), globalenv())  
  
# Set options for flextables  
set\_flextable\_defaults(na\_str = "NA")  
  
# Load function for printing tables nicely  
source("https://raw.githubusercontent.com/dilernia/STA323/main/Functions/make\_flex.R")  
  
# Load function for visualizing VIF & GVIF values  
source("https://raw.githubusercontent.com/dilernia/STA323/main/Functions/vif\_plot.R")

## Multiple Linear Regression (MLR)

**What are the response and predictor variables for examples a. and b., and what are the types of each predictor variable (e.g., categorical or quantitative)?**

1. Predicting the selling price of houses using characteristics such as the size in square feet, number of bedrooms, number of bathrooms, and year it was built. 🏠

**Response Variable**: selling price of houses (y; quantitative)

**Predictor Variable**:size in square feet (x1; quantitative), number of bedrooms(x2; quantitative), number of bathrooms(x3; quantitative), and year it was built(x4; quantitative).

1. Forecasting the total sales of a product for a company using advertising expenses, the price of the product, the previous sales numbers for that product, and the time of year. 📈

**Response Variable**: total sales of a product (y; quantitative)

**Predictor Variable**: advertising expenses (x1; quantitative), the price of the product (x2; quantitative), the previous sales numbers for that product (x3; quantitative), and the time of year(x4; quantitative)

1. Exploring the relationship between employee salaries and factors such as education level, years of experience, job title, and gender. 💼 💸

**Response Variable**: employee salaries (y; quantitative)

**Predictor Variable**: education level (x1; categorical), years of experience (x2; quantitative), job title (x3; categorical), and gender (x4; categorical).

1. Constructing a model to determine what a typical blood-pressure should be for a patient using information such as the patient’s age, sex, and height. ⚕️🏥

**Response Variable**: blood-pressure (y; quantitative)

**Predictor Variable**: patient’s age (x1; quantitative), sex (x2; categorical), and height (x3; quantitative).

### Great Lakes Data Example

# Importing data from GitHub & clean column names  
greatLakes <- read\_csv("https://raw.githubusercontent.com/dilernia/STA323/main/Data/GreatLakesData.csv",  
 na = c("", "NA", ".")) %>%   
 janitor::clean\_names() %>%   
 dplyr::mutate(time\_edt = as.character(time\_edt))

## Rows: 129 Columns: 10  
## ── Column specification ────────────────────────────────────────────────────────  
## Delimiter: ","  
## chr (6): ID, Location, Owner, Direction, Lake, Date  
## dbl (3): Water (°F), Wind (kts/°), Waves (ft)  
## time (1): Time (EDT)  
##   
## ℹ Use `spec()` to retrieve the full column specification for this data.  
## ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

dataDictionary <- tibble(Variable = colnames(greatLakes),  
 Description = c("Buoy ID number",  
 "Location of buoy",  
 "Owner of buoy",  
 "Time of measurement",  
 "Water temperature in Fahrenheit",  
 "Wind speed in knots",  
 "Direction of wind",  
 "Peak wave height in feet",  
 "Great Lake",  
 "Date of measurement"),  
 Type = map\_chr(greatLakes, .f = function(x) {ifelse(is.numeric(x), "Quantitative", "Categorical")}))  
  
# Printing data dictionary  
dataDictionary %>%   
 make\_flex(caption = "Data dictionary for Great Lakes data.")

Table 1: Data dictionary for Great Lakes data.

| Variable | Description | Type |
| --- | --- | --- |
| id | Buoy ID number | Categorical |
| location | Location of buoy | Categorical |
| owner | Owner of buoy | Categorical |
| time\_edt | Time of measurement | Categorical |
| water\_f | Water temperature in Fahrenheit | Quantitative |
| wind\_kts | Wind speed in knots | Quantitative |
| direction | Direction of wind | Categorical |
| waves\_ft | Peak wave height in feet | Quantitative |
| lake | Great Lake | Categorical |
| date | Date of measurement | Categorical |

Let’s start with some exploratory data analysis to familiarize ourselves with the data. Below are 5 randomly selected rows from the data, a few scatter plots, and tables of summary statistics.

# Printing random 5 rows of data  
greatLakes %>%   
 drop\_na() %>%   
 slice\_sample(n = 5) %>%  
 make\_flex(caption = "Randomly selected rows from the Great Lakes data.")

Table 2: Randomly selected rows from the Great Lakes data.

| id | location | owner | time\_edt | water\_f | wind\_kts | direction | waves\_ft | lake | date |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 45013 | Milwaukee Atwater Park | UW-Milwaukee | 09:30:00 | 63.60 | 21.20 | N | 7.40 | Lake Michigan | 9/22/2021 |
| 45135 | Prince Edward Pt | Env CA | 10:00:00 | 67.80 | 13.60 | SE | 2.60 | Lake Ontario | 9/22/2021 |
| 45132 | Northern Lake Erie | Env CA | 10:00:00 | 70.20 | 17.50 | NNE | 3.00 | Lake Erie | 9/22/2021 |
| 45132 | Northern Lake Erie | Env CA | 10:00:00 | 56.10 | 3.90 | ENE | 1.00 | Lake Erie | 11/9/2021 |
| 45159 | Northwest Ontario | Env CA | 10:00:00 | 68.50 | 7.80 | SSE | 2.00 | Lake Ontario | 9/22/2021 |

# Creating scatter plot of wave height by wind speed  
greatLakes %>%   
 ggplot(aes(x = wind\_kts,   
 y = waves\_ft)) +   
 geom\_point() +   
 geom\_smooth(method = "lm", se = FALSE) +  
 labs(title = "Wave height by wind speed",  
 y = "Peak wave height (feet)",  
 x = "Wind speed (knots)",  
 caption = "Data source: Great Lakes Observing System")

## `geom\_smooth()` using formula = 'y ~ x'

## Warning: Removed 43 rows containing non-finite values (`stat\_smooth()`).

## Warning: Removed 43 rows containing missing values (`geom\_point()`).
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# Creating scatter plot of wave height by temperature  
greatLakes %>%   
 ggplot(aes(x = water\_f,   
 y = waves\_ft)) +   
 geom\_point() +   
 geom\_smooth(method = "lm", se = FALSE) +  
 labs(title = "Wave height by water temperature",  
 y = "Peak wave height (feet)",  
 x = "Water temperature (F)",  
 caption = "Data source: Great Lakes Observing System")

## `geom\_smooth()` using formula = 'y ~ x'

## Warning: Removed 57 rows containing non-finite values (`stat\_smooth()`).

## Warning: Removed 57 rows containing missing values (`geom\_point()`).
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# Calculating correlations  
corTable <- greatLakes %>% corrr::correlate(diagonal = 1)

## Non-numeric variables removed from input: `id`, `location`, `owner`, `time\_edt`, `direction`, `lake`, and `date`  
## Correlation computed with  
## • Method: 'pearson'  
## • Missing treated using: 'pairwise.complete.obs'

# Printing table of correlations  
corTable %>%   
 make\_flex(caption = "Table of pairwise correlations.")

Table 3: Table of pairwise correlations.

| term | water\_f | wind\_kts | waves\_ft |
| --- | --- | --- | --- |
| water\_f | 1.00 | 0.41 | 0.21 |
| wind\_kts | 0.41 | 1.00 | 0.70 |
| waves\_ft | 0.21 | 0.70 | 1.00 |

# Calculating descriptive statistics stratified by lake  
lakeStats <- greatLakes %>%   
 group\_by(lake) %>%   
 summarize(  
 N = n(),  
 Minimum = min(waves\_ft, na.rm = TRUE),  
 Q1 = quantile(waves\_ft, na.rm = TRUE, probs = 0.25),  
 Median = median(waves\_ft, na.rm = TRUE),  
 Q3 = quantile(waves\_ft, na.rm = TRUE, probs = 0.75),  
 Maximum = max(waves\_ft, na.rm = TRUE),  
 Mean = mean(waves\_ft, na.rm = TRUE),  
 Range = Maximum - Minimum,  
 SD = sd(waves\_ft, na.rm = TRUE),  
)  
  
# Printing table of statistics stratified by lake  
lakeStats %>%   
 make\_flex(caption = "Summary statistics for wave heights in feet stratified by lake.")

Table 4: Summary statistics for wave heights in feet stratified by lake.

| lake | N | Minimum | Q1 | Median | Q3 | Maximum | Mean | Range | SD |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Lake Erie | 37 | 0.00 | 0.65 | 1.10 | 3.15 | 5.80 | 1.89 | 5.80 | 1.75 |
| Lake Huron | 13 | 0.70 | 1.40 | 3.05 | 3.77 | 6.20 | 2.99 | 5.50 | 1.97 |
| Lake Michigan | 32 | 0.00 | 0.85 | 2.60 | 4.55 | 7.40 | 2.87 | 7.40 | 2.28 |
| Lake Ontario | 19 | 0.30 | 0.55 | 1.45 | 1.90 | 2.60 | 1.35 | 2.30 | 0.92 |
| Lake Superior | 28 | 0.00 | 0.70 | 1.00 | 1.90 | 7.40 | 1.82 | 7.40 | 1.91 |

# Calculating descriptive statistics stratified by date  
dateStats <- greatLakes %>%   
 group\_by(date) %>%   
 summarize(  
 N = n(),  
 Minimum = min(waves\_ft, na.rm = TRUE),  
 Q1 = quantile(waves\_ft, na.rm = TRUE, probs = 0.25),  
 Median = median(waves\_ft, na.rm = TRUE),  
 Q3 = quantile(waves\_ft, na.rm = TRUE, probs = 0.75),  
 Maximum = max(waves\_ft, na.rm = TRUE),  
 Mean = mean(waves\_ft, na.rm = TRUE),  
 Range = Maximum - Minimum,  
 SD = sd(waves\_ft, na.rm = TRUE),  
)  
# Printing table of statistics stratified by date  
dateStats %>%   
 make\_flex(caption = "Summary statistics for wave heights in feet stratified by date.")

Table 5: Summary statistics for wave heights in feet stratified by date.

| date | N | Minimum | Q1 | Median | Q3 | Maximum | Mean | Range | SD |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 11/9/2021 | 55 | 0.00 | 0.62 | 0.90 | 1.20 | 7.40 | 1.26 | 7.40 | 1.48 |
| 9/22/2021 | 74 | 0.00 | 1.00 | 3.00 | 4.30 | 7.40 | 2.87 | 7.40 | 2.01 |

**Based on the scatter plot and correlations, what can we say about the relationship between the wind speed in knots and the observed wave heights in feet?**

There is a positive and linear relationship between peak wave heights in feet and the wind speeds in knots (r = 0.41)

**Based on the scatter plot and correlations, what can we say about the relationship between the water temperature in Fahrenheit and the observed wave heights in feet?**

There is no clear relationship between the peak wave heights in feet and the temperature in Fahrenheit (r = 0.21).

**Provide a statement of our assumed / theoretical multiple linear regression model using the wave height (feet) as our response and the surface temperature of the water (f) and the wind speed (mph) as our predictors.**

The theoretical or assumed MLR model is

y= β0 + β1x1 + β2x2 +𝜀,

where:

y represents the peak wave height in feet

x1 represents the wind speed in knots

x2 represents the temperature in Fahrenheit

𝜀 is the independent and normally distributed error term

Next let’s take a look at some diagnostic plots to see how model assumptions look.

# Fitting two-predictor multiple linear regression model  
mlrModel <- lm(waves\_ft ~ wind\_kts + water\_f,  
 data = greatLakes)  
  
# Creating diagnostic plots  
  
# Residual by fitted value plot  
autoplot(mlrModel, which = 1, label.repel = TRUE)@plots[[1]]
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# Quantile-quantile (QQ) plot  
autoplot(mlrModel, which = 2, label.repel = TRUE)@plots[[1]]
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# Cook's Distance plot  
autoplot(mlrModel, which = 4, label.repel = TRUE)@plots[[1]]
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# Standardized residuals by leverage  
autoplot(mlrModel, which = 5, label.repel = TRUE)@plots[[1]]
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# Variance inflation values  
vif\_plot(mlrModel)
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**Indicate if each assumption for fitting the multiple linear regression model is met, providing specific evidence to support your conclusions from the obtained output.**

**Random Sample**: We must assume that we have a random sample.

**Normality**: *the residuals must be normally distributed.* *Checked using a histogram or quantile-quantile (QQ) plot of the residuals. A fairly bell-shaped distribution in the histogram supports normality, and the points not straying far from the diagonal line on the QQ plot supports normality.*

Since there are several points that stray far from the diagonal line on the QQ plot, the normality assumption is violated.

**Homoskedasticity**: *the residuals must have constant variance / spread across all predicted values.* *Checked using the residual by predicted value plot. A fairly constant vertical spread / range of the residuals across all predicted values supports homoskedasticity.*

There is a slight outward fanning pattern in the residual by fitted value plot, suggesting that the homoskedasticity is questionable here.

**Independence**: *the residuals must be independent of the predicted values.* *Checked using the residual by predicted value plot. No apparent pattern in the relationship between the residuals and predicted values supports the independence assumption.*

There is no clear pattern in the residual by fitted value plot, indicating that the independent errors assumption is met.

**Linearity**: *there must be a linear relationship between each predictor and Y, our response variable.* *Checked using the residual by predicted value plot or a scatter plot between X and Y. Having no systematic or identifiable pattern in the residual by predicted value plot supports the linearity assumption. A linear or straight-line pattern in the scatter plot between each predictor and Y also supports the linearity assumption.*

There is a positive and linear relationship between peak wave heights in feet and the wind speeds in knots (r = 0.41)

However, from scatter plot, here is no clear relationship between the peak wave heights in feet and the temperature in Fahrenheit (r = 0.21).

Neither predictor exhibits non-linear relationships.

**No multicollinearity**: *the predictor variables should not be highly correlated with one another. This assumption is only applicable for multiple linear regression.*

Since all VIF values are less than 5, the assumption of no multicollinearity being present is met.

**Overall, not all assumptions are met, but we proceed for the sake of the problem.**

#### Interpreting model estimates

# Printing model output  
mlrModel %>%   
 broom::tidy() %>%   
 make\_flex(caption = "Two predictor MLR model estimates",  
 ndigits = 3)

Table 6: Two predictor MLR model estimates

| term | estimate | std.error | statistic | p.value |
| --- | --- | --- | --- | --- |
| (Intercept) | 0.136 | 1.325 | 0.103 | 0.919 |
| wind\_kts | 0.204 | 0.031 | 6.598 | 8.36e-09 |
| water\_f | -0.001 | 0.023 | -0.050 | 0.960 |

mlrModel %>%   
 broom::glance() %>%   
 make\_flex(caption = "Two predictor MLR model output")

Table 7: Two predictor MLR model output

| r.squared | adj.r.squared | sigma | statistic | p.value | df | logLik | AIC | BIC | deviance | df.residual | nobs |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0.45 | 0.43 | 1.49 | 26.98 | 2.7e-09 | 2.00 | -123.88 | 255.76 | 264.70 | 146.49 | 66 | 69 |

**Using the obtained output, provide a statement of the estimated regression equation.**

The estimated MLR model is

ŷ = 0.136 + 0.204 \* x1 - 0.001 \* x2,

where:

ŷ represents the estimated peak wave height in feet

x1 represents the wind speed in knots

x2 represents the temperature in Fahrenheit

**Interpret the estimated slopes in context.**

Since βHat1 = 0.204, for every 1 knot increase in wind speed, we expect the peak wave height in feet to increase by 0.204 feet, holding the temperature constant.

Since βHat2 = -0.001, for every 1 degree Fahrenheit increase in temperature, we expect the peak wave height in feet to decrease by 0.001 feet, holding the wind speed constant.

**Interpret the estimated intercept in context. Is this sensible in this context?**

Since βHat0 = 0.136, the expected the peak wave height in feet on a day that is 0 degrees Fahrenheit with no wind is 0.136 feet.

**Practical issue**: This is not sensible since 0 degrees Fahrenheit would almost certainly mean the Great Lake is frozen over.

**Extrapolation issue**: Since a temperature of 0F is the outside the scope of this data set, that would be extrapolation.

**For a 70 degree F day with no wind (0 knots), what is the estimated peak wave height?**

ŷ = 0.136 + 0.204 \* x1 - 0.001 \* x2

ŷ = 0.136 + 0.204 \* 0 - 0.001 \* 70

ŷ = 0.066 feet

### Functions of Predictors

# Creating scatter plot of wave height by wind speed with a linear fit  
greatLakes %>%   
 ggplot(aes(x = wind\_kts,   
 y = waves\_ft)) +   
 geom\_point() +   
 geom\_smooth(method = "lm", se = FALSE) +  
 labs(title = "Linear fit: wave height by wind speed",  
 y = "Peak wave height (feet)",  
 x = "Wind speed (knots)",  
 caption = "Data source: Great Lakes Observing System")

## `geom\_smooth()` using formula = 'y ~ x'

## Warning: Removed 43 rows containing non-finite values (`stat\_smooth()`).

## Warning: Removed 43 rows containing missing values (`geom\_point()`).
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# Creating scatter plot of wave height by wind speed with quadratic fit  
greatLakes %>%   
 ggplot(aes(x = wind\_kts,   
 y = waves\_ft)) +   
 geom\_point() +   
stat\_smooth(method = "lm", formula = y ~ poly(x, 2), se = FALSE) +  
 labs(title = "Quadratic fit: wave height by wind speed",  
 y = "Peak wave height (feet)",  
 x = "Wind speed (knots)",  
 caption = "Data source: Great Lakes Observing System")

## Warning: Removed 43 rows containing non-finite values (`stat\_smooth()`).

## Warning: Removed 43 rows containing missing values (`geom\_point()`).

![](data:image/png;base64,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)

# Fitting a quadratic regression model  
mlrModel2 <- lm(waves\_ft ~ wind\_kts + I(wind\_kts^2),  
 data = greatLakes)  
  
# Printing quadratic model output  
mlrModel2 %>%   
 broom::tidy() %>%   
 make\_flex(caption = "Quadratic MLR model estimates",  
 ndigits = 3)

Table 8: Quadratic MLR model estimates

| term | estimate | std.error | statistic | p.value |
| --- | --- | --- | --- | --- |
| (Intercept) | 0.635 | 0.423 | 1.504 | 0.136 |
| wind\_kts | 0.040 | 0.088 | 0.456 | 0.650 |
| I(wind\_kts^2) | 0.007 | 0.004 | 1.870 | 0.065 |

mlrModel2 %>%   
 broom::glance() %>%   
 make\_flex(caption = "Quadratic MLR model output")

Table 9: Quadratic MLR model output

| r.squared | adj.r.squared | sigma | statistic | p.value | df | logLik | AIC | BIC | deviance | df.residual | nobs |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0.50 | 0.49 | 1.34 | 42.28 | 2.2e-13 | 2.00 | -145.81 | 299.63 | 309.44 | 149.53 | 83 | 86 |

**Based on the quadratic model, what is the estimated peak wave height for a day no wind (0 knots)?**

Intercept value (0.635).

yHat = βHat0 (since xHat = 0 knots) = 0.635.

### Assessing Individual Predictors

**Based on the obtained output, should we include the quadratic term in our model? Why or why not?**

### Assessing Model Fit

# Fitting single predictor model  
mlrModel1 <- lm(waves\_ft ~ wind\_kts,  
 data = greatLakes)  
  
# Model output for single predictor model  
mlrModel1 %>%   
 broom::glance() %>%   
 make\_flex(caption = "Output for SLR model (wind speed).")

Table 10: Output for SLR model (wind speed).

| r.squared | adj.r.squared | sigma | statistic | p.value | df | logLik | AIC | BIC | deviance | df.residual | nobs |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0.48 | 0.48 | 1.36 | 78.73 | 1.1e-13 | 1.00 | -147.59 | 301.17 | 308.54 | 155.83 | 84 | 86 |

# Fitting two-predictor multiple linear regression model  
mlrModel <- lm(waves\_ft ~ wind\_kts + water\_f,  
 data = greatLakes)  
  
# Model output for two-predictor model  
mlrModel %>%   
 broom::glance() %>%   
 make\_flex(caption = "Two-predictor MLR model output")

Table 11: Two-predictor MLR model output

| r.squared | adj.r.squared | sigma | statistic | p.value | df | logLik | AIC | BIC | deviance | df.residual | nobs |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0.45 | 0.43 | 1.49 | 26.98 | 2.7e-09 | 2.00 | -123.88 | 255.76 | 264.70 | 146.49 | 66 | 69 |

# Fitting a quadratic regression model  
mlrModel2 <- lm(waves\_ft ~ wind\_kts + I(wind\_kts^2),  
 data = greatLakes)  
  
# Model output for quadratic model  
mlrModel2 %>%   
 broom::glance() %>%   
 make\_flex(caption = "Quadratic MLR model output")

Table 12: Quadratic MLR model output

| r.squared | adj.r.squared | sigma | statistic | p.value | df | logLik | AIC | BIC | deviance | df.residual | nobs |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0.50 | 0.49 | 1.34 | 42.28 | 2.2e-13 | 2.00 | -145.81 | 299.63 | 309.44 | 149.53 | 83 | 86 |

# Fitting two predictor quadratic model  
mlrModel22 <- lm(waves\_ft ~ water\_f + I(wind\_kts^2),  
 data = greatLakes)  
  
# Model output for two predictor quadratic model  
mlrModel22 %>%   
 broom::glance() %>%   
 make\_flex(caption = "Two predictor quadratic MLR model estimates")

Table 13: Two predictor quadratic MLR model estimates

| r.squared | adj.r.squared | sigma | statistic | p.value | df | logLik | AIC | BIC | deviance | df.residual | nobs |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0.47 | 0.45 | 1.46 | 29.38 | 7.5e-10 | 2.00 | -122.53 | 253.06 | 262.00 | 140.87 | 66 | 69 |

**Based on the AIC and BIC values, which model should we use for making predictions?**

Since the two predictor quadratic model with water temperature and wind speed squared has the lowest AIC and lowest BIC values, this is the preferred model for making predictions.

Based on the adjusted r^2 value though, the third model is best since it has the highest largest adjusted r^2 value.